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ABSTRACT

Recent literature reports a fair amount of initiatives on how to

engage younger populations in achieving computational literacy.

However, there is considerable less research on how to effectively

deliver software development skills in a way that can be accepted

and ultimately adopted by this user group. As a way to bridge this

gap, we ran an extracurricular project-based workshop, targeting

10-12 years old learners with no prior coding experience, deliv-

ered over five days in the computer labs at the University of Chile.

In this workshop, participants follow hands-on activities where

they acquire the basics of computer programming and develop

a small-scale software application using Scratch. These activities

showcase that good software engineering practices can be taught

to K-6 students, where these students are guided by experienced

computer science undergraduate and graduate students. This paper

presents a descriptive case study that focuses on assessing how K-6

learners assimilate and use these practices when developing their

first computing application in a non-traditional learning experience.

In order to do this, we designed and calibrated a rubric to evalu-

ate the software products generated by the workshop participants.

Our findings provide further evidence that it is indeed possible to

teach initial notions of software engineering to this user group,

structuring these constructs in a non-technical language that can

be assimilated by novice developers. Furthermore, we did not ob-

serve significant differences in this matter according to gender and

socio-economic status.
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1 INTRODUCTION

Software development has been increasingly reaching more diverse

population, who do not necessarily fit into the traditional “computer

scientist” or “software engineer” profiles. For instance, over the last

few years there has been an explosion of computational thinking

(CT) initiatives [16, 29] that look to introduce children and teenagers

to coding, as a way to integrate engineering in K-12 education [17].

According to the K-12 Computer Science Framework [7], CT

is a desirable set of skills among younger populations, aligning

computer science, science, and engineering by promoting: (1) the

development and use of abstractions, (2) the creation of new com-

putational artifacts, and (3) testing and refining the created artifacts.

These constructs resonate with the foundations of software engi-

neering (SE), which according to Bollin et al. [4] is a useful drive to

instantiate CT as a global framework for problem-solving, and not

merely as a way to write source code.

Acknowledging that the main goal of software development is to

create, produce, and deploy pieces of software considered acceptable

by end-users [27], education and training in SE must encompass a

broad array of knowledge and competencies that anyone who will

eventually be involved in software production needs to embrace

[5]. One of the challenges that SE research still faces in this matter

is the need for fresh, empirical evidence [18], particularly in the

case of education and training among younger populations.

At first sight, it may seem impossible to teach software devel-

opment skills to young learners, given that this age group does
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not necessarily have working knowledge of SE concepts, tech-

niques, and methods, such as requirement analysis and elicitation,

design and abstraction of software solutions to a specific problem,

coding in a programming language, debugging, quality assurance,

object-oriented programming, and design by patterns. Hermans

and Aivaloglou [15], analyzing how young learners participated

in a MOOC for learning to code with Scratch, suggest that soft-

ware development skills, and particularly maintainability, can be

effectively delivered to K-12 students. In that respect, Scratch1 is

a visual block-based programming language, translated to more

than 70 languages and widely used in both formal and informal

educational settings [24]. Likewise, Bollin and Sabitzer [5] studied

how to deliver SE in formal educational scenarios (i.e., students

enrolled in a course following classes with a fixed schedule and be-

ing instructed by a teacher in regular coursework), suggesting that

teaching software engineering is indeed possible in high-school.

In this paper we focus on a particular subgroup of K-12 students.

We claim that it is indeed possible to teach K-6 learners (i.e., aged

between 10 and 12 years old) basic software development skills

in extracurricular workshops following a project-based approach,

which are usually seen as a complement to specific topics being

delivered in formal education courses [7]. Students must pay to

attend this workshop. The particularity of our workshop is that it is

structured along a project that links both coding and core software

development principles, presented in a non-technical language.

The analysis of the conducted workshop follows the tradition of

empirical SE in the form of a descriptive case study [30], hence

extending prior results [15] and serving as fresh evidence taken

from a different kind of non-traditional educational setting.

As context scenario, we run our workshop in Chile, where SE

education and computer programming are not usually included

in the formal course curricula [13]. Therefore, the challenge—and

eventual benefits—of introducing software engineering practices to

this particular age group are two-sided. On the one hand, it would

be possible to directly impact in this target population and measure

over time the acceptance and adoption of CT and SE practices—

through controlled and longitudinal studies—in both formal and

informal educational and training settings. On the other hand, it

would be possible to study as future work the impact that the local

culture has on the acceptance and adoption of CT and SE practices

among younger populations. As such, this work provides a first

insight on this matter, building upon and contrasting with the

state-of-the-art, developed mostly in America and Western Europe.

As a result, the presented case study seeks to contribute to SE ed-

ucation and training by providing new evidence on how to deliver

software development principles to younger populations. Further-

more, researchers and practitioners interested in designing and/or

adapting interventions to promote SE in both formal and informal

settings can reuse the workshop materials and assessment rubric to

measure how software artifacts developed by 10-12 years old learn-

ers adhere to basic software development principles. This work

represents a step towards understanding how to effectively design

and deploy SE learning and training programs tailored to younger

populations.

1https://scratch.mit.edu

The rest of this paper is structured as follows. We discuss the

related work in Section 2, and present our intervention in Section 3.

Section 4 describes the case study design, specifying our research

question, data sources, and how we evaluated the student projects.

Section 5 describes the main results of our case study, which are

then discussed in Section 6. Finally, we conclude and provide per-

spectives on future work in Section 7.

2 RELATED WORK

According to Bollin et al. [4], there are few research and practical ini-

tiatives in SE education particularly targeted to promoting software

development practices among K-12 learners [4]. Conversely, several

block-based programming environments [11, 20, 23], activities [2],

and online courses [8] have recently emerged as alternatives to

help young children get started with computer programming.While

valuable, the focus of these initiatives still remains on promoting

CT, rather than specifically focusing on SE.

Hermans and Aivaloglou [15] designed and manage a MOOC for

introducing K-12 students to general programming and software de-

velopment principles. The results obtained from this experience are

quite encouraging, as the authors suggest that younger generations

are able to learn SE principles under this kind of instructional sce-

nario. For example, this MOOC raises awareness about code smells

[1, 14], as a way to encourage software maintanability. Likewise,

Robles et al. [26] are concerned about the “clone-and-own” reuse

approach in Scratch and how it relates to knowledge acquisition

and mastery in CT projects.

The literature also reports automated tools for assessing code

production and software quality when developing Scratch-based

projects, as a way of assisting both teachers and students in this

endeavor. For instance, Hairball [3] and Dr. Scratch [22] can auto-

matically identify and count code smells and other oddities in the

development, such as duplicated sprites, issues with sprite naming,

dead code identification, use of synchronization and parallelism,

level of user interactivity, among others.

Finally, in terms of software production, two of the preferred

software development approaches to empower novice program-

mers are disciplined methods (e.g., incremental) and agile processes

[25]. While the former are structured and based on phases and

roles, the latter are unstructured, focused on the product, and based

on team self-organization. In particular, Robillard and Dulipovici

[25] recommend that inexperienced developers should start out

following a disciplined process, since these provide a structured

recipe to assist students in accomplishing their endeavors.

Also, in the SE community there has been a recent spike in in-

terest in better understanding the nuances of behavioral attitudes

expressed by different user groups around software development,

particularly millennials [9] and younger populations [15, 21]. Fur-

thermore, related work reports several measures for assessing the

quality of the produced software by young programmers. For in-

stance, Tsan et al. [28] used a set of tasks, which are then objectively

measured with a rubric by analyzing the generated code. In order

to generate a result, all items are then weighted and consolidated

according to quality measures, such as: requirements (i.e., ensuring

correct and complete functionality), consistency, and usability.
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Building upon the reviewed lines of research, we designed in

2012 —and iteratively refined over the years—an extracurricular

workshop, linking both initial programming activities with project-

based tasks. Through a dedicated set of workbooks that motivate

student reflection as well as code design and analysis, we stimulated

K-6 learners to acquire basic software development skills, without

using excessively technical language and putting into practice dis-

ciplined methods.

3 INTERVENTION

Wedesigned a 5-dayworkshop to encourage children between 10-12

years old to develop their own, small software project. The goal is to

evaluate if children are able to understand certain good SE practices

and use them during the development of a project. Children are not

explicitly told that they are being taught good SE practices. At the

beginning of each session they receive a workbook for the day, that

states: (1) the goal of the class, (2) associated learning outcomes, (3)

related CT and Scratch programming concepts, and (4) activities

that are used to introduce SE practices and put into action the CT

and programming concepts in a hands-on manner. Three types

of activities are used in the workbooks: (1) explain what a code

snippet does, (2) answer a question about a sample project, and (3)

modify a sample project in some way and discuss the results of this

modification.

Since 2012 we have run 1-2 of these workshops per year, dur-

ing the winter and summer holidays. In this paper we analyze the

2016 winter workshop, because it is the result of extensive piloting

conducting over the last four years. In particular, by the end of the

workshop, most participants showed a positive attitude and effec-

tively proved they acquired basic CT and programming skills [13].

Children are enrolled in the workshop by their parents, as these

workshops have a monetary cost (used to pay instructors and tu-

tors). We use Facebook and Twitter to advertise these workshops,

and they are held at the computer labs of the Department of Com-

puter Science at the University of Chile. Each of the five sessions is

3.5 hours long, with a 30 minute break. Participating students come

from different public and private schools in the country, where

children coming from private schools usually have broader access

to current technology. They also usually benefit from more person-

alized interaction with their teachers, as class sizes are smaller in

private schools. Workshop participants are selected so as to have a

balanced cohort in terms of gender and socio-economic status, in

order to encourage diversity among participants. No student had

prior programming experience at the beginning of the intervention.

Approximately sixty students enroll in each workshop, and each

instructor is in charge of at most 30 students, assisted by one tutor

for each 5 students. These numbers have been determined empiri-

cally over the different pilots, as a way to work with the participants

in an engaging way. The goal is to answer any student questions

as quickly as possible, encourage active learning, and motivate stu-

dents to work on their own projects. Half of the teaching staff are

women, and all of the instructors and tutors are advanced under-

graduate and graduate students of the University, with experience

in working with K-6 learners. Each class starts with an introduc-

tion given by the instructor to motivate the topics that will be

addressed during the session, followed by hands-on activities with

the computer and project-based tasks. All workshop participants

work individually on a computer, and we actively encourage par-

ticipation and collaboration.

We now describe the topics covered over the different sessions,

the expected learning outcomes, the associated activities and the

SE practices showcased or reinforced in each session. Accompa-

nying workbooks and scripts are available for download from our

institutional repository2. Note that topics and sample projects are

presented in growing order of complexity.

3.1 Day 1: Problem Solving

The learning outcomes are: (1) identify the data relevant to solve a

problem, (2) propose a set of sequential steps to solve a problem,

and (3) recognize the main elements of the Scratch programming

environment. The main CT concept taught is algorithm, exemplified

through everyday activities. Programming concepts are first intro-

duced using a simple Scratch program that only includes event, look,

and motion blocks, and later through a more complex animation

program that adds control, operator and sensor blocks. Students are

encouraged to execute each program and determine which block

corresponds to a particular object action. Moreover, they are asked

to modify these programs, and to test and explain what happens.

Students are first asked to make superficial changes, like change

the rate of movement, but are later asked to add new functionality.

The SE practices involved are: (1) source code reviewing, (2)

reading and interpret functional requirements for designing an al-

gorithm in a CS-Unplugged context [2], and (3) extending programs

through the addition of new code. This last practice requires stu-

dents to create abstractions, reuse existing code, identify where the

change should be made, add new blocks and integrate them with

the rest of the program, and to finally test the modified program.

3.2 Day 2: Animations with Scratch

The learning outcomes are: (1) understand simple animations and

(2) create an animated story in Scratch. The notion of algorithm is

reinforced by making students think about and write a storyboard

in a CS-Unplugged context. The CT concepts are extended by intro-

ducing synchronization and message broadcasting. We ask students

to read, understand, and execute two programs that animate the

same short story: one synchronizes two sprites using time, while

the other uses message broadcasting.

The SE practices introduced during the first class are reinforced.

In addition, we introduce two synchronization software patterns,

showing the advantages of message passing over concurrent time-

based synchronization. During the last hour of the session, students

are challenged to start working on their own software projects.

3.3 Day 3: Videogames in Scratch

The learning outcomes are: (1) understand the code for small video-

games in Scratch, (2) modify these small videogames, and (3) create

their own videogame. The CT concepts included in this session

include the definition of control-flow statements, such as condi-

tions and looping. Students are asked to execute and understand the

control blocks used in partial versions of well-known games (pac-

man, pong, etc.) that are available as example projects in Scratch

2http://bit.ly/scratch-dcc-uchile
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and were slightly modified to fit with the scope and activities de-

signed in the class workbook (e.g., by illustrating the application

of SE good practices). We call these examples “sample projects” in

the rest of this paper. We also introduce the concept of variables,

which are used to keep score in the sample games. As these games

are interactive, students must learn how to move sprites and use

sensors.

During the first two hours, participants are asked to modify and

add simple functionalities and sprites to the sample projects. During

the last hour, they are encouraged to continue the development of

their own project. We reinforce the idea of remixing what they have

learned during the previous days with the new instruction blocks

taught that day. The SE practices strengthened in this class are: (1)

event-based interaction, (2) pattern-driven design (e.g., collision

detection and motion), (3) reading and writing code documentation,

and (4) the use of meaningful variable and sprite names.

3.4 Day 4: Data Representation

The learning outcomes in this session are: (1) understand how the

computer represents discrete and continuous data, such as numbers,

text, and images, and (2) reinforce software development skills

during the completion of the student projects. The first part of

this session consists of CS-Unplugged activities that explain how

information is internally represented in a computer. They learn

that images are discrete, that colors are represented using triadic

codes, and that numbers are stored using a binary system [2].

During the second part of the session, students continue working

on their software projects, guided by their tutors. This time, students

develop a finer notion of testing and code inspection on their own

projects.

3.5 Day 5: Data Algorithms

The learning outcomes for the final session are: (1) understand

how the computer internally searches for and sorts data, and (2)

complete the project and present it to other students and their

parents. The final day of the workshop is used to introduce search

and sort algorithms in a CS-Unplugged context [2]. They also work

on their projects during an hour.

The final activity for the day is a presentation session, where

students show and explain their projects to their classmates and

their parents in a closing social event. We estimate that students

spend around 6 hours in total working on their own projects, which

corresponds to about a third of the time allotted to the workshop.

4 METHODOLOGY

The objective of this work is to understand the impact that the

early introduction of SE practices had in an extracurricular learn-

ing experience. These practices are usually introduced at a much

later stage, when students are formally enrolled in computer sci-

ence or software engineering programs, and have already had some

experience developing programs. In particular, we wanted to un-

derstand whether students this young could assimilate and use

these practices. Concretely, we focused on the following research

questions:

RQ1: How are the SE practices included in the workshop as-

similated and used?

RQ2: How does gender affect the assimilation and use of these

practices?

RQ3: How does socioeconomic level affect the assimilation

and use of these practices?

Given the nature of these research questions, we decided to

conduct a descriptive case study [30], where the unit of analysis

is the workshop presented in the previous section. Since we only

study the 2016 cohort, it is a single case study.

4.1 Data sources

Given our research questions, the following data sources were con-

sidered relevant for our case study: (1) basic demographic informa-

tion, (2) workshop entry and exit surveys, (3) workshop materials,

and (4) the projects created by the students. We now discuss each

data source, indicating what data was collected and how.

4.1.1 Basic demographic information about the 2016 cohort (e.g.,

age, sex, public/private school, etc.). The academic unit in charge of

the workshop collected data like the age and sex of the participants,

as well as the name of the school where they study. One of the co-

authors of this paper looked up the classification of these schools

in a Ministry of Education database. The data is kept anonymized,

students are identified using a numeric id.

The sample for this case study consists of 55 students (26 girls and

29 boys), aged 10 to 12 years old, all with no prior programming

experience. 68.2% of the workshop participants attended public

schools, while 31.8% attended private schools. This information was

obtained in a self-report questionnaire applied to all students during

enrollment. This breakdown is the opposite of country averages,

as reported by UNICEF3: 38% of Chilean students attend public

schools and 60% private schools.

4.1.2 Entry and exit surveys applied to workshop participants.

These surveys are structured questionnaires designed by two of

the co-authors of this paper. These surveys try to gauge what the

students understand by “computer” and “computing”, and have

been applied to participants of this workshop since 2013. These

questionnaires have both open and closed questions and students

are identified using the previously assigned numeric id.

In order to analyze this dataset, the questionnaires were tran-

scribed and tabulated by five co-authors of this paper. Data analysis

was structured in a systematic way around a grounded theory ap-

proach, consisting on iterative open, axial, and selective coding,

and then theory framing using affinity diagrams and triangulation

with the collected socio-demographic data.

4.1.3 Workshop materials: workbooks and sample projects. Each

day of the workshop has its own workbook, which lists the learning

objectives for that day, explains some concepts relevant to the day’s

activities, as well as the activities themselves. These materials were

designed by three co-authors of this paper, who are participant-

observers of this case study, as they designed and have taught

several editions of this workshop.

4.1.4 Projects created by the students. Students are told from the

beginning that they are expected to work on a final project using

what they have learned in the workshop, and are given formal

3http://unicef.cl/web/educacion/
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Table 1: Rubric for evaluating student projects

None (0) Beginner (1) Developing (2) Competent (3)

(A) % of sprites that only control themselves [0%, 10%] (10%, 40%] (40%, 70%] (70%, 100%]

(B) % of blocks that have a single purpose [0%, 10%] (10%, 40%] (40%, 70%] (70%, 100%]

(C) documentation 0 comments 1-2 comments 3-6 comments > 6 comments

(D) % of reachable blocks [0%, 10%] (10%, 40%] (40%, 70%] (70%, 100%]

(E) % of items with appropriate names [0%, 10%] (10%, 40%] (40%, 70%] (70%, 100%]

(F) % of superficial changes w.r.t sample projects (70%, 100%] (40%, 70%] (10%, 40%] [0%, 10%]

(G) project novelty the expected behavior

is not clear

quite similar to a sam-

ple project

extends a sample

project in a novel way

quite different from

the sample projects, or

integrates 2 or more

sample projects

instructions on this task by the end of day 2. Students were free

to pick the subject matter and of their projects, and could either

start from scratch or choose to extend one or more of the sample

projects provided during the workshop.

These projects were downloaded for analysis at the end of the

workshop. The projects were identified using the numeric id as-

signed to each student.

4.2 Evaluating Student Projects

As a first step to measure the degree of acquisition of the software

development skills addressed in the workshop, we evaluated the

final projects with two assessment tools: Dr. Scratch4 and a project

evaluation rubric designed by the authors of this paper.

Dr. Scratch is an automatic assessment tool, specifically tailored

to measure CT skills in Scratch projects showing a high degree of

correlation between human and automatic evaluations [22]. This in-

strument measures specific CT dimensions, based on the structure

of Scratch applications: (1) logical thinking, (2) data representation,

(3) user interactivity, (4) flow control, (5) abstraction and prob-

lem decomposition, (6) parallelism, and (7) synchronization. Each

dimension has 4 mastery levels: None, denoting that little or no

mastery; Beginner, denoting a basic mastery; Developing, denoting

that there is some mastery, and Competent, denoting competency.

Being competent assigns the highest score (3), whereas None does

not assign any points (0).

In order to complement the evaluation yielded by Dr. Scratch, we

designed a project evaluation rubric, based on the specific software

development skills delivered in the workshop. After a calibration

step, every project from the 2016 cohort was evaluated using this

rubric by one of the 4 co-authors of this paper. We now describe

these steps in more detail.

4.2.1 Rubric design. We followed an iterative process to create

the rubric shown in Tab. 1, that assesses the level of mastery that

the students achieve with regard to several dimensions related

to the SE practices mentioned in Sect. 3. Two of the authors of

this paper were involved in this process: one of such is also a

co-author of the workbooks, and the other is an external expert

in software engineering education. Both reviewers individually

and independently identified a set of SE practices motivated in

the activities as explicit or implicit prompts. Once these lists were

completed, both authors discussed and reached agreement on the

4http://www.drscratch.org

final set of SE practices to be evaluated in the rubric. We list these

practices here to facilitate the discussion:

(1) review existing and own source code

(2) read and understand functional requirements

(3) extend programs through the addition of new code

(4) adequate use of names (e.g., sprites and variables)

(5) pattern-based design and implementation

(6) testing

(7) read and write documentation

Some of these practices can be directly measured, and have

corresponding dimensions in our rubric: this is the case of practices

(4) and (7), which correspond to dimensions (E) and (C), respectively.

Practice (5) can be indirectly measured by Dr. Scratch, by combining

the scores along the logical thinking, flow control, parallelism, and

synchronization dimensions.

We cannot evaluate practices (1), (2) and (6) directly in the final

projects, so we assess the use of these practices by proxy, defining

several dimensions that measure the quality of the project code.

We posit that students who follow these practices produce code of

better quality, specifically with respect to cohesion (dimension (A)),

functional decomposition (dimension (B)), and amount of reachable

code (dimension (D)). Note that the descriptions of these dimen-

sions in Tab. 1 show how we have adapted these dimensions to the

Scratch.

Finally, dimensions (F) and (G) evaluate practice (3). On the one

hand, we wanted to see how much of the sample projects were

being incorporated into the final projects (dimension (F)), and on

the other hand, we wanted to gauge if the participants could use

what they learned in the course to extend the sample projects in

new and interesting ways (dimension (G)).

Just like Dr. Scratch, we defined 4 levels of mastery for each di-

mension: None, Beginner, Developing, and Competent. Competent

assigns 3 points to the evaluation score, whereas None does not

assign any points. As there is an even number of levels, the middle

level does not become a “catch-all” category.

Since more that one researcher was going to apply the rubric,

we explicitly quantified the cross between dimensions and mastery

levels, in order to allow a more objective application of the rubric.

The exception is dimension (G), where we described the expected

products for each mastery level.

4.2.2 Rubric calibration. We ran a pilot evaluation of the rubric

in order to both calibrate the instrument and assess its applicability
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Table 6: SE Practices and their Level of Assimilation and Use.

Note that in the case of practice (5), we directly refer to the

corresponding Dr. Scratch dimensions.

SE Practice Dimensions Level

(1) Review existing and own source code A, B, D XX

(2) Read and understand functional require-

ments

A, B, D XX

(3) Extend programs through addition of

new code

F, G X

(4) Adequate use of names E X

(5) Pattern-based design and implementa-

tion

Logic, Flow,

Parall, Synchr

∼

(6) Testing A, B, D XX

(7) Read and write documentation C X

RQ1: How are the SE practices included in the workshop assimilated

and used?

In the case of practices (1), (2) and (6), we see strong evidence that

these SE practices are indeed assimilated and used by the workshop

participants, as all three of the associated dimensions score Devel-

oping to Competent in Fig. 1b. We use a double checkmark (XX)

to indicate this in Tab. 6. We also see relatively strong evidence

for practice (3), since the median for both practices (F) and (G) in

Fig. 1b is 2, so we have put a single checkmark in the corresponding

row of Tab. 6.

In the case of practice (5), we use a ∼ in Tab. 6 to show that the

evidence for the assimilation and use of this practice, as defined,

is not clear. Since the dimensions defined by Dr. Scratch focus

on whether projects make use or not of specific Scratch language

constructs, a project would need to make use of a variety of blocks

and patterns in order to get an overall Developing to Competent

score when grouping several Dr. Scratch dimensions, like we did

in this case. Moreover, since several of the Competent-level blocks

required byDr. Scratchwere not included in theworkshopmaterials.

Participants also only spent approximately 6 hours working on their

projects, so there may have not been enough time to explore new

instructions on their own.

If we divide practice (5) into two sub-practices, (5a) focusing

on Logic and Flow, and (5b) focusing on Parall and Synchr, we

can be more conclusive about their assimilation. Participants have

not yet seemed to master more complex cases of control flow, like

conditionals nested within looping blocks, but did not have much

trouble understanding and using messages as a synchronization

mechanism between sprites.

Finally, in the case of practices (4) and (7), we see little to no evi-

dence of these practices in the student projects, which is indicated

using a X in Tab. 6. In general, participants used default names for

sprites and messages, which is not a problem at the moment, since

these projects are relatively small, but this does not bode well for

projects as they get larger [1]. The same goes for documentation:

it is important to learn what needs to be documented, as we want

to avoid the extreme cases of no comments vs. comments about

every single instruction. Note that we are currently studying if the

order and depth with which the topics are covered affects student

assimilation of Scratch and SE practices.

RQ2: How does gender affect the assimilation and use of these

practices?

According to the analysis of our data (c.f. Tab. 4), overall there

is no significant difference in rubric scores by gender. This is a

promising result. We could also attribute this result to the gender

balance of the teaching staff. As mentioned in Sect. 4, we take

special care to reach gender parity when selecting course tutors,

since workshop participants spend a lot of time with them. These

tutors many times become role models to the students, as they are

closer in age to the participants than the instructors. Cheryan et

al. [6] have shown that role models show significant effects on

female students’ self-confidence when pursuing careers in STEM

fields. So, by targeting K-6 learners, we may be reaching girls with

a positive and constructive STEM experience before they “self-

select” out of STEM fields [10]. One might argue that the students

that participate in these workshops are those who already have

an interest in the computing field, but, as stated in Sect. 4, in our

experience it is usually the parents that select the workshops, and

not the students.

RQ3: How does socioeconomic level affect the assimilation and use

of these practices?

Aswith gender, we did not detect a significant difference in rubric

scores by socioeconomic status (c.f. Tab. 5). We did not expect to see

this result, as students at private schools tend to have earlier and

broader access to technology, including Internet access. However,

when taking into account the words used to define “computing”

(c.f. Tab. 3), we see that there is general misconception of what

computing is, and students tend to focus on the physical computer.

This is similar to what has been reported by other authors [12].

Even the inclusion of CS-Unplugged activities did not do much to

change this perception. Similar to the trend we see in gender, we

seem to be reaching students before the digital divide is evident by

targeting K-6 students. This reinforces the idea that the earlier CT

and SE are introduced in the standard curriculum, the better.

In order to understand if the answers to RQ2 and RQ3 can be

generalized, we are now building the case study database for this

year’s workshop, as this year’s cohort has a similar gender and

socioeconomic distribution as the 2016 cohort.

6.2 Implications

The future needs software engineers from different cultures, gender

and socioeconomic status, among other characteristics, but we are

all aware of how hard it is to get younger people interested in

CS and SE, especially women. The results of our extracurricular

workshop show that K-6 learners are mature enough and know

enough mathematics to start thinking about building their own

small software projects. In the current SE curriculum, students

gradually adopt good SE practices over time, through exposure to

projects of different scope and complexity. Our main take-away

from this case study is that we do not need to wait until students

are in a formal CS or SE program to begin exposing them to good

SE practices.

Another advantage of starting early is that students, in particular

women, have not yet seemed to internalize socio-cultural biases

about “who” works in computing. In our case study, we did not

see any significant difference in project scores by gender or by
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socioeconomic status. This is quite different from other programs

targeting K-12, like the International Olympiad in Informatics (IOI).

Recent statistics show that female participation in the IOI is even

lower than the already low participation of women in computing,

and their performance has been historically lower than that of their

male peers [19].

We would also like to emphasize that the idea of this paper is

not that everyone should become a software developer. What is im-

portant is that in this data-driven world, knowing how to manage

your own data and make use of it is going to be an increasingly

valuable life skill. We are not teaching K-6 learners good SE prac-

tices in order to convince them to become software engineers. We

are doing this because we are convinced that everybody should

learn the fundamental computing concepts that drive most of the

applications we now use daily, and to give them the opportunity to

explore computing.

6.3 Lessons Learned

We now list some of the lessons we learned about our workshop:

Show participants real student projects from previous workshops

in an early fashion. We believe that participants are now mainly

basing their projects on the “stories” sample project, as this is the

sample that is used the day that they start working on their projects.

We know that some percentage of the students will change the

focus of their project the next day, when they see more complex,

game-like sample projects. However, what is not clear is how many

participants keep working on their “stories”-style project because

of the sunk cost. At the next workshop, we plan to show students

more complex examples at the beginning of the workshop. These

will probably be selected from previous student projects, so that

students get a clearer idea of what they can achieve in the time

assigned to the project during the workshop.

Reinforce the practices of appropriate names and documentation.

Even though the workbooks and sample projects all made use of

appropriately named variables, sprites and messages, participants

usually resorted to default values, which usually makes it harder

to manually trace through the code. In the case of documentation,

this does not necessarily need to be in the form of code comments.

We could ask participants to informally specify what their project

is going to do. The idea is that this will help them keep track of

what they are trying to do, and it would help us better evaluate the

process, instead of just the final product. Ideally, participants could

keep a blog, updating it every day to specify what functionality

they tried to implement that day, what they managed to test, and

they managed to implement correctly that day. Since K-6 students

are not always accustomed to writing in a freeform style, we can

give them prompts to guide the documentation process.

Incorporate new Scratch instructions in thematerial. Several Scratch

instructions have been introduced in order to reduce sprite and

code duplication, like custom blocks and instance clones. We need

to evaluate if K-6 learners are mature enough to understand these

concepts, and if it is feasible to include these instructions and the

necessary exercises during an already busy week.

6.4 Threats to Validity

We have specified the protocol of our case study and the analysis of

the resulting data in detail, in order to aid replicability. In order to

allow the verification of the case study, the corresponding database

(including student projects) will be made available upon formal

request and approval from our Institutional Review Board.

6.4.1 Internal Validity. The workshop used for informing the

conducted case study is the result of iterative refinement over the

years. In particular, the first version of theworkshopswas conceived

in 2012 and the data used for the empirical analysis correspond

to that gathered on 2016. We acknowledge that the length of the

workshop may affect our results, a follow-up study is required to

understand how much students retain of what they learned. Also,

we need to replicate the analysis with new cases, in order to ensure

the consistency of the reported findings.

6.4.2 External Validity. Although the sample size for our analy-

sis was n = 55, it is relatively small for generalizing our findings

to the entire population. Also, the experience was carried out in

a particular socio-demographical context in Latin America, so we

cannot ensure that the case study findings could be generalizable,

due to the lack of evidence on the influence of cross-cultural in the

advancement of software development practices among younger

populations.

6.4.3 Construct Validity. To avoid threats to construct validity,

we defined a clear protocol for designing the evaluation rubric, and

we also validated it through a calibration step that involved three

of the co-authors of this paper and external sources of data. To

avoid subjective evaluations, all data that could not be obtained

in a straightforward way was coded or evaluated by 2 or more co-

authors of this paper. Finally, the relationships between rubric di-

mensions and SE practices were specified before the student project

scores were computed.

7 CONCLUSION

Through a descriptive case study with 55 students (26 girls and

29 boys), aged 10-12 years old, this paper presents the design of a

one-week project-based workshop for promoting the achievement

of software development skills among K-6 learners using Scratch.

The promoted practices were: (1) review existing and own source

code, (2) read and understand functional requirements, (3) extend

programs through the addition of new code, (4) adequate use of

names (e.g., sprites and variables), (5) pattern-based design and

implementation, (6) testing, and (7) read and write documentation.

These practices were empirically assessed with a rubric we designed

and calibrated to measure the level of mastery that the students

achieve with regard to several dimensions related to the SE prac-

tices. The results of this process show that the stated practices can

be effectively assimilated, accepted, and used by workshop partic-

ipants. Furthermore, we did not find significant differences that

can be attributed to both gender and socio-economic status in the

acquisition of the proposed SE development practices.

Although this kind of non-traditional software engineering train-

ing experience is short and conducted in an informal fashion (i.e., as

an extracurricular initiative instead of a formal course), our results

provide promising perspectives on the feasibility and effectiveness
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of delivering introductory software engineering concepts to this

age group. This acts both as a complement to the existing broad

of knowledge in promoting computational thinking and project-

based learning endeavors. In consequence, we do not need to wait

until students are enrolled in a formal computer science program

to begin their involvement with good SE practices.

As ongoing work, we are studying if the order and depth with

which the different topics are covered affects how students assimi-

late CT concepts, as well as SE practices. In a new version of the

workshop (2018), we gave the students a more compact introduc-

tion to Scratch, so that they could see all the sample projects before

starting their own projects. We also gave them more time to work

on their projects. We are now analyzing the results of this experi-

ence. We also want to study the impact that these workshops have

had over the long run.
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